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Abstract
The intrusion response component of an overall intrusion detection system is responsible for issuing a suitable response to an anomalous request. We propose the Secondary Service Link Authenticator (SSLA) to support the intrusion response system. We follow the notion of database response policies to support our intrusion response system tailored for a DBMS. The interactive response policy language makes it very easy for the database administrators to specify appropriate response actions for different circumstances depending upon the nature of the anomalous request. The two main issues that we address in context of such response policies are that of policy matching, and policy administration. For the policy matching problem, we use two algorithms that efficiently search the policy database for policies that match an anomalous request. The experimental evaluation shows that our techniques are very efficient. The other issue that we address is that of administration of response policies to prevent malicious modifications to policy objects from legitimate users. We propose a novel Joint Threshold Administration Model (JTAM) that is based on the principle of separation of duty. The key idea in JTAM is that a policy object is jointly administered by at least k database administrator (DBAs), that is, any modification made to a policy object will be invalid unless it has been authorized by at least k DBAs. The design details of JTAM which is based on a cryptographic threshold signature scheme, and show how JTAM prevents malicious modifications to policy objects from authorized users and follows the SSLA. We also implement JTAM in the PostgreSQL DBMS, and report experimental results on the efficiency of our techniques.
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I. Introduction
RECENTLY, we have seen an interest in products that continuously monitor a database system and report any relevant suspicious activity [1]. Database activity monitoring has been identified by Gartner research as one of the top five strategies that are crucial for reducing data leaks in organizations [2-3]. Such step-up in data vigilance by organizations is partly driven by various US government regulations concerning data management such as SOX, PCI, GLBA, HIPAA, and so forth [4]. Organizations have also come to realize that current attack techniques are more sophisticated, organized, and targeted than the broad-based hacking days of past. Often, it is the sensitive and proprietary data that is the real target of attackers. Also, with greater data integration, aggregation and disclosure, preventing data theft, from both inside and outside organizations, has become a major challenge. Standard database security mechanisms, such as access control, authentication, and encryption, are not of much help when it comes to preventing data theft from insiders [5]. Such threats have thus forced organizations to reevaluate security strategies for their internal databases [4]. Monitoring a database to detect potential intrusions, Intrusion Detection (ID), is a crucial technique that has to be part of any comprehensive security solution for high-assurance database security. Note that the ID systems that are developed must be tailored for a Database Management System (DBMS) since database-related attacks such as SQL injection and data exfiltration are not malicious for the underlying operating system or the network. Our approach to an ID mechanism consists of two main elements, specifically tailored to a DBMS: an Anomaly Detection (AD) system and an anomaly response system. We are using Secondary Service Link Authenticator SSLA which incorporates the user authentication info clearly explained in the proposed method. We follow the different types of response actions that we refer to, respectively, as conservative actions, fine-grained actions, and aggressive actions. A tainted request is marked as a potential suspicious request resulting in further monitoring of the user and possibly in the suspension or dropping of subsequent requests by the same user.

The two main issues that we address in the context of such response policies are that of policy matching and policy administration. Policy matching is the problem of searching for policies applicable to an anomalous request. When an anomaly is detected, the response system must search through the policy database and find policies that match the anomaly. Our SSLA mechanism is a real-time intrusion detection and response system; thus efficiency of the policy search procedure is crucial. Two efficient algorithms that take as input the anomalous request details, and search through the policy database to find the matching policies. We implement our policy matching scheme in the PostgreSQL DBMS [9], and discuss relevant implementation issues. We also report experimental results that show that our techniques are very efficient.

The second issue that we address is that of administration of response policies. Intuitively, a response policy can be considered as a regular database object such as a table or a view. Privileges, such as create policy and drop policy, that are specific to a policy object type can be defined to administer policies. However, a response policy object presents a different set of challenges than other database object types. Recall that a response policy is created to select a response action to be executed in the event of an anomalous request. Consider the case of an anomalous request from a user assigned to the DBA role. Since a DBA role is assigned all possible database privileges, it will also possess the privileges to modify a response policy object. Now consider a scenario, where organizational policies require auditing and detection of malicious activities from all database users including those holding the DBA role. Thus, response policies must be created to respond to anomalous requests from all users. But since a DBA role holds privileges to alter any response policy, it is easy to see that the protection offered by the response system against a malicious DBA can trivially be bypassed. The fundamental problem in such administration model is that of conflict-of-interest. The main issue is essentially that of insider threats, that is, how to protect a response policy object from malicious modifications made by a database user that has legitimate access rights to the policy object. To address this issue, we propose an administration model that is based on the well-known security principle of separation of duties.
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III. Policy Language
The detection of an anomaly by the detection engine can be considered as a system event. The attributes of the anomaly, such as user, role, SQL command, then correspond to the environment surrounding such an event. Intuitively, a policy can be specified taking into account the anomaly attributes to guide the response engine in taking a suitable action. Keeping this in mind, we propose an Event-Condition-Action (ECA) language for specifying response policies. Later in this section, we extend the ECA language to support novel response semantics. ECA rules have been widely investigated in the field of active databases [10]. An ECA rule is typically organized as follows:

A. ON (Event) IF (Condition) THEN (Action)
As it is well known, its semantics is as follows: if the event arises and the condition evaluates to true, the specified action is executed. In our context, an event is the detection of an anomaly by the detection engine. A condition is specified on the attributes of the detected anomaly. An action is the response action executed by the engine. In what follows, we use the term ECA policy instead of the common terms ECA rules and triggers to emphasize the fact that our ECA rules specify policies driving response actions. We next discuss in detail the various components of our language for ECA policies.

B. Anomaly Attributes
The anomaly detection mechanism provides its assessment of the anomaly using the anomaly attributes. We have identified two main categories for such attributes. The first category, referred to as contextual category, includes all attributes describing the context of the anomalous request such as user, role, source, and time. The second category, referred to as structural category, includes all attributes conveying information about the structure of the anomalous request such as SQL command, and accessed database objects. Details concerning these attributes are reported in Table 1. The detection engine submits its characterization of the anomaly using the anomaly attributes.

C. Response Actions
Once a database request has been flagged off as anomalous, an action is executed by the response system to address the anomaly. Table 2 presents a taxonomy of response actions supported by system. A tainted request is simply marked as a potential suspicious request resulting in further monitoring of the user and possibly in the suspension or dropping of subsequent requests by the same user.
Table 1: Anomaly Attributes

<table>
<thead>
<tr>
<th>Attribute</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>USER</td>
<td>The user associated with the request.</td>
</tr>
<tr>
<td>ROLE</td>
<td>The role associated with the request.</td>
</tr>
<tr>
<td>CLIENT APP</td>
<td>The client application associated with the request.</td>
</tr>
<tr>
<td>SOURCE IP</td>
<td>The IP address associated with the request.</td>
</tr>
<tr>
<td>DATE TIME</td>
<td>Date/Time of the anomalous request.</td>
</tr>
<tr>
<td>DATABASE</td>
<td>The database referred to in the request.</td>
</tr>
<tr>
<td>SCHEMA</td>
<td>The schema referred to in the request.</td>
</tr>
<tr>
<td>OBJ TYPE</td>
<td>The object types referred to in the request.</td>
</tr>
<tr>
<td>OBJ(s)</td>
<td>The object names referred to in the request.</td>
</tr>
<tr>
<td>SQL CMD</td>
<td>The SQL command associated with the request.</td>
</tr>
<tr>
<td>OBJ ATT(s)</td>
<td>The attributes of the object(s) referred to in the request.</td>
</tr>
</tbody>
</table>

We refer the reader to [7], for further details on request suspension and tainting. Note that a sequence of response actions can also be specified as a valid response. For example, Table 3, describes two response policy examples. Interactive ECA Response Policies.

Table 2: Taxonomy of Response Actions

<table>
<thead>
<tr>
<th>Action</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CONSERVATIVE low severity</td>
<td></td>
</tr>
<tr>
<td>NOP</td>
<td>No Operation. This option can be used to filter unwanted actions.</td>
</tr>
<tr>
<td>LOG</td>
<td>The anomaly details are logged.</td>
</tr>
<tr>
<td>ALERT</td>
<td>A notification is sent.</td>
</tr>
<tr>
<td>MEDIUM-GRADED medium severity</td>
<td></td>
</tr>
<tr>
<td>TAINT</td>
<td>The request is audited.</td>
</tr>
<tr>
<td>SLSPEND</td>
<td>The request is put on hold till execution of a confirmation action.</td>
</tr>
<tr>
<td>AGORF</td>
<td>The anomalous request is aborted.</td>
</tr>
<tr>
<td>DECONNECT</td>
<td>The user session is disconnected.</td>
</tr>
<tr>
<td>REVOKE</td>
<td>A subset of user-privileges are revoked.</td>
</tr>
<tr>
<td>DENY</td>
<td>A subset of user-privileges are denied.</td>
</tr>
<tr>
<td>AGGRESSIVE high severity</td>
<td></td>
</tr>
</tbody>
</table>

Table 3: Response Policy Examples

**Policy 1**
```
ON ANOMALY DETECTION
  IF Role = DBA and Obj Type = table and
  Obj IN dlu.* and SQL CMD IN {Select}
  THEN DECONNECT
```

**Policy 2**
```
ON ANOMALY DETECTION
  IF Role = DBA and Source IP IN 192.168.0.0/16 and
  Date Time BETWEEN (0800 - 1700)
  THEN NOP
```

D. Policy Administration

The main issue in the administration of response policies is how to protect a policy from malicious modifications made by a DBA that has legitimate access rights to the policy object. To address this issue, an administration model referred to as the JTAM. The threat scenario that we assume is that a DBA has all the privileges in the DBMS, and thus it is able to execute arbitrary SQL insert, update, and delete commands to make malicious modifications to the policies. Such actions are possible even if the policies are stored in the system catalogs. JTAM protects a response policy against malicious modifications by maintaining a digital signature on the policy definition. The signature is then validated either periodically or upon policy usage to verify the integrity of the policy definition. We employ such scheme in the design of JTAM.

E. Policy Matching

Algorithms for finding the set of policies matching an anomaly. Such search is executed by matching the attributes of the anomaly assessment with the conditions in the policies. Base Policy Matching, Ordered Policy Matching. Response Action Selection.

III. Proposed Model

The problem we focus in this paper is the following: once an anomaly has been detected, what actions should the DBMS perform to address the anomaly? There is no single universal correct response measure to all anomalous events. The response must be tailored to the context and the details of the detected anomaly. To address such requirement, our detection engine submits to the response engine an anomaly characterization along with anomaly indication. Our approach thus supports the definition of response policies, taking into account the anomaly characteristics, for guiding the actions of the response engine.

The proposed approach is a secondary Service Level Authenticator SSLA, a scheme which includes the previous explained policies, response actions. If the overall process of these selections is once completed the system again prompts the level link. The link would maintain user credentials, user details (user creation Date and Time). Once the user response to the Link details the DBMS system automatically assigns the user specific rights. The Block diagram shows that system work nature.

IV. Experiments

The goal of the experimental evaluation is to measure the overhead incurred by the base policy matching, and the ordered policy matching algorithms. We also report experimental results on the overhead of the signature verification scheme in JTAM. In what follows, we first describe the experimental setup, and then report the evaluation results.

The experiments were conducted on a Intel(R) Core(TM)2 Duo CPU @ 2.33GHz machine with 4GB of RAM. The operating system was OpenSuse 10.3. We extend the previous system work nature and proposed system increase the scalability of the previous system performance. The following figure shows the overall performance.
V. Conclusions and Future Work

In this paper, we have described the response component of our intrusion detection system for a DBMS. The response component is responsible for issuing a suitable response to an anomalous user request. We proposed the notion of database response policies for specifying appropriate response actions. We presented an interactive Event-Condition-Action type response policy language that makes it very easy for the database security administrator to specify appropriate response actions for different circumstances depending upon the nature of the anomalous request. The two main issues that we addressed in the context of such response policies are policy matching, and policy administration. For the policy matching procedure, we described algorithms to efficiently search the policy database for policies matching an anomalous request assessment. We extended the PostgreSQL open-source DBMS to implement our methods. Specifically, we added support for new system catalogs to hold policy related data, implemented new SQL commands for the policy administration tasks, and integrated the policy matching code with the query processing subsystem of PostgreSQL. The experimental evaluation of our policy matching algorithms showed that our techniques are efficient. The other issue that we addressed is the administration of response policies to prevent malicious modifications to policy objects from legitimate users. We proposed a JTAM, a novel administration model, based on Shoup’s threshold cryptographic signature scheme. We presented the design and the implementation details of JTAM, and reported experimental results on the efficiency of the policy signature verification mechanism.

We plan to extend our work on the following lines. An interactive response policy that requires a second factor of authentication will provide a second layer of defense when certain anomalous actions are executed against critical system resources such as anomalous access to system catalog tables. This opens the way to new research on how to organize applications to handle such interactions for the case of legacy applications and new applications. In the security area there is a lot work dealing with retrofitting legacy applications for authorization policy enforcement [26]; we believe that such approaches can be extended to support such an interactive approach. For new applications, one can devise methodologies to organize applications that support such interactions. Notice that, however, because our approach is policy-based, the DBAs have the flexibility of designing policies that best fit the way applications are organized. We are currently in the process of implementing the intrusion detection algorithms in the PostgreSQL DBMS as part of our overall intrusion detection and response system in a DBMS. As part of the future work, we intend to report results on the overhead of the entire system on the transaction processing capabilities of the DBMS. We introduced the Secondary Service Level Authenticator for secondary authentication model to enable the authentication at database level.
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